![](data:image/png;base64,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)

# **Answers for Django Trainee at Accuknox**

## [Topic: **Django Signals**](https://docs.djangoproject.com/en/3.2/topics/signals/)

**Question 1**: By default are django signals executed synchronously or asynchronously? Please support your answer with a code snippet that conclusively proves your stance. The code does not need to be elegant and production ready, we just need to understand your logic.

Answer :- By default, Django signals are executed synchronously. Which means that when signal is sent, the execution of code is blocked until all connected receivers have finished processing the signal.

Code snippet:

from django.dispatch import Signal

import time

# Define the custom signal

my\_signal = Signal()

# Receiver functions

def receiver1(sender, \*\*kwargs):

print("Receiver 1 started")

time.sleep(2) # I am trying to simulate some work by time.sleep

print("Receiver 1 finished")

def receiver2(sender, \*\*kwargs):

print("Receiver 2 started")

time.sleep(2) # I am trying to simulate some work by time.sleep

print("Receiver 2 finished")

# Connect the receivers to the signal

my\_signal.connect(receiver1)

my\_signal.connect(receiver2)

# Send the signal

print("Send signal...")

my\_signal.send(sender="sender", message="Hello, world!")

print("Signal sent...")

Execution of this code will be completed only after both receivers have finished processing the signal. “The Signal Sent.” message is only printed after both receivers have completed their work. This demonstrates that Django signals are executed synchronously by default.

**Question 2**: Do django signals run in the same thread as the caller? Please support your answer with a code snippet that conclusively proves your stance. The code does not need to be elegant and production ready, we just need to understand your logic.

Answer :-

Yes, Django Signals run in the same thread as the caller. To prove that Django signals run in the same thread as the caller, I will try to capture and print the thread IDs of both the signal sender and the signal handler. If both thread IDs match, then they are running in the same thread.

Code Snippet:-

import threading

import time

from django.db import models

from django.db.models.signals import post\_save

from django.dispatch import receiver

# Define a simple model

class MyModel(models.Model):

name = models.CharField(max\_length=100)

# Signal handler

@receiver(post\_save, sender=MyModel)

def my\_signal\_handler(sender, instance, \*\*kwargs):

print(f"Signal received for: {instance.name}")

print(f"Signal handler thread ID: {threading.get\_ident()}")

time.sleep(2) # Simulate a delay

print("Signal handler finished")

# Create an instance of MyModel

obj = MyModel.objects.create(name="Test")

print("Object created")

print(f"Main thread ID: {threading.get\_ident()}")

**Question 3**: By default do django signals run in the same database transaction as the caller? Please support your answer with a code snippet that conclusively proves your stance. The code does not need to be elegant and production ready, we just need to understand your logic.

Answer :-

Yes, Django signals run in the same database transaction as the caller. If a signal is connected to a model operation like post\_save, pre\_save etc, it is executed within the same database transaction. If the transaction is rolled back, any database changes made by the signal handler will also be rolled back.

Code Snippet:-

from django.db import models

from django.db.models.signals import post\_save

from django.dispatch import receiver

from django.db import transaction

class MyModel(models.Model):

name = models.CharField(max\_length=100)

class Log(models.Model):

message = models.CharField(max\_length=255)

# Signal handler

@receiver(post\_save, sender=MyModel)

def my\_signal\_handler(sender, instance, \*\*kwargs):

print("Signal handler called. Inserting a log entry...")

Log.objects.create(message=f"Log entry for: {instance.name}")

def create\_model\_instance():

try:

with transaction.atomic():

print("Creating model instance...")

# This will trigger the signal

MyModel.objects.create(name="Test Instance")

# Checking log entries created by the signal handler

print(f"Log count inside transaction: {Log.objects.count()}")

# Intentionally raise an error to roll back the transaction

raise Exception("Simulated error to roll back transaction")

except Exception as e:

print(f"Transaction failed: {e}")

# After rollback, check log entries again

print(f"Log count after transaction rollback: {Log.objects.count()}")

## Topic: Custom Classes in Python

**Description:** You are tasked with creating a Rectangle class with the following requirements:

1. An instance of the Rectangle class requires length:int and width:int to be initialized.
2. We can iterate over an instance of the Rectangle class
3. When an instance of the Rectangle class is iterated over, we first get its length in the format: **{'length': <VALUE\_OF\_LENGTH>}** followed by the width **{width: <VALUE\_OF\_WIDTH>}**